**Ex no:6 GREEDY ALGORITHMS**

**Date: 28.9.22**

1. **Implementation of Krushkal’s Algorithm**

**Algorithm:**

* Kruskal’s algorithm also finds the minimum cost spanning tree of a graph by adding edges one-by-one.

enqueue edges of G in a queue in increasing order of cost.

T = φ ;

while(queue is not empty){

dequeue an edge e;

if(e does not create a cycle with edges in T)

add e to T;

}

return T;

**Sample Input**

0 1 10

1 3 15

2 4 3

2 0 6

0 3 5

**Sample Output**  
2 to 3

0 to 3

0 to 1

19

We use the above given algorithm**:**

arr=[]

t=[int(i) for i in input().split()]

n=t[0]

que=t[1]

ind={}

graph=[[i] for i in range(n)]

for \_ in range(que):

    x=[int(i) for i in input().split()]

    graph[x[0]-1].append(x[1]-1)

    if x[1]-1 in ind:

        ind[x[1]-1]+=1

    if x[1]-1 not in ind:

        ind[x[1]-1]=1

for i in range(1,n+1):

    if i not in ind:

        ind[i]=0

    # if i not in oud:

    #   oud[i]=0

def check(arr):

    l=0

    c=0

    for i in arr:

        if arr[i]<0:

            c+=1

        l+=1

    return c!=l

order=[]

while check(ind):

    c=0

    l=0

    for i in range(1,n+1)[::-1]:

        if ind[i]==0:

            order.append(i)

            ind[i]-=1

            l+=1

        c+=1

    if c==l:

        break

    if l==0:

        for i in range(1,n+1):

            if ind[i]>0:

                # print(graph[i-1])

                for x in graph[i-1][1:]:

                    ind[x]-=1

                    # order.append(x)

if len(order)!=n:

    print('NOT POSSIBLE')

else:

    print(order[::-1])

**Output:**

![A picture containing text, outdoor, device, meter

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAABVCAMAAABKBjevAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABXUExURQAkUQCs45n//3KsURzI9AAklqXMzL+ce0acxMzMzMzBqUYkUQCCtMzMxJJdUczMtHIkUaWCUXKszAAke5LBzMyslgBdqb/MzHKCtKWClnKcxL+clgAAADOwgqMAAAAddFJOU/////////////////////////////////////8AWYbnagAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAipJREFUaEPtmet6gyAMhrtDLbY8c9NOd7j/+1wI0R5GHEoeWLe8P1raKoQkkE+6ueDu/oFaZXm8/yWGKEo622pHrSyYuq6bA324JMISC3dzty/EQDfbah/sK9InHXP7GkzzRK0znLMcYM22gvfAJYRpnqmVjAkPM/rEOmtM/YIfAgha0oa7Iku64yu+cjHoh6ggxmBrN9R3yBIaKTzzfqiZu1dga2a2kyUYl2AyIe1MDi2hH7gwX1vCZUNH+ZQIbwglyJQnbBDGzE5jxhCXyeh265YNs76A7jjTRTyt3zTCmdId4SeYr9tJw6PhpiMSG0VRlCwI1ZNYOtBjTJWNqCeoY2XEYz9AYaP6ck1kZRPSsa3rJVhnz3TsjN8cIurRT9uG69uYJ1l0LKog07wFSz5FJ4+OBUvcQDboe7Ikj47th3c3nJ3zyc86diaHooFcdMOE53ttCZcNdF0i/NqZvh7zhA2CjCWYBMyT16WOZUMgpGMx5bieVMcqivLnuCkd6/ZoiUoMJOpY0E8fQmdbiTq23c2UxkX4aSfpWP6waRECOlbIJ8k6VtAnyTpWyCcCOlbIJwI6VsgnPgmSdKyUT8CUZB0Lz17M46GiKMp/ZxSieE5VcK+chCgWF64A5WAUol4pyhwjrgaLqRchbOnPA/rEqyL+0DULXmCgFjFl6ztpIPfP8WdVNjon0UXKtRRnutAWXMXAyScix95rISG6P7hG0SRRFOXm2Gy+ABfjJbaCvDubAAAAAElFTkSuQmCC)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Kruskal alogrithm | O(ElogE)  \*V is the no of vertices | O(V + E),  \*V is the no of vertices  \*E is the no of edges  \*To store output |

**Result:** Successfully completed the problem using Kruskal algorithm.

1. Implementation of Prims Algorithm:

**Algorithm:**

1. Prim’s algorithm finds a minimum cost spanning tree by selecting edges from the graph one-by-one as follows:
2. It starts with a tree, T, consisting of the starting vertex, x.
3. Then, it adds the shortest edge emanating from x that connects T to the rest of the graph.
4. It then moves to the added vertex and repeats the process.

Consider a graph G=(V, E);

Let T be a tree consisting of only the starting vertex **x;**

while (T has fewer than IVI vertices)

{

find a smallest edge connecting T to G-T;

add it to T;

}

**Input:**

First line contains the number of vertices(n) and number of edges in the graph. next line contains two integers which denote the location j and threshold th.

Following m lines contains two integers v1 and v2 separated by space denoting the fact that vertices v1 and v2 are connected directly. Vertices are numbered from 1 to n.

**Expected Output:** Print the list of locations for which the WIFI is accessible (ordered by distance and location number)

**Sample Input:**

7

8

0 1 2

0 3 3

0 6 4

1 2 3

1 4 2

3 4 5

6 4 6

4 5 7

**Sample Output:**

**0, 1, 4, 3, 2, 6, 5**

e=int(input())

graph=[[0 for i in range(e+1)] for i in range(e)]

# for i in graph:

    # print(\*i)

x=[]

for \_ in range(int(input())):

    t=[int(i) for i in input().split()]

    graph[t[0]][t[1]]=t[2]

    x.append((min(t[0],t[1]),max(t[0],t[1]),t[2]))

    graph[t[1]][t[0]]=t[2]

# print(x)

'''

7

8

0 1 2

0 3 3

0 6 4

1 2 3

1 4 2

3 4 5

6 4 6

4 5 7

'''

visited=[0]

start\_index=[0]

done={}

l=0

while len(visited)+1<=e:

    # print(done)

    t=[]

    for i in x:

        if i[0] in start\_index and i not in done:

                t.append(i)

    # t.sort(key=lambda x:x[2],reverse=True)

    t=sorted(t,key=lambda y:y[2])

    # print(t,visited,start\_index,l)

    for i in t[::-1]:

        if i[1] in visited:

            pass

        if i[1] not in visited:

            xx=i

    # xx=t[0]

    # if xx[1] in visited:

        # continue

    start\_index.append(xx[1])

    visited.append(xx[1])

    done[xx]=1

    l+=xx[2]

print(visited)

# print(start\_index)

# print(l,done)

'''

9

15

0 1 4

0 7 8

1 7 11

1 2 8

7 8 7

7 6 1

6 5 2

6 8 6

2 8 2

2 5 4

2 3 7

2 5 4

3 5 14

3 4 9

5 4 10

'''

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAAAcCAYAAADyUirCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAR/SURBVHhe7ZtNSBtBFMf/7akQhIAIolACVoSgRWgR9FI8KFQU8SYW7EHPCvES7VmbiwE966FCQ24iggc9eDMgFkRKQEQIBUUQQRDBW/ve7phsYmxidmbix/vBupkl+JzZ9z3jK7wb+gtBELTzWt0FQdCMGJcgGEKMSxAMIcYlCIYQ4xIEQ4hxCYIhSrTie/Az2YEWNWION2bxZUUNBOEJ0Rudwlz7GzUiro8xM5bEphrqpizjathfRXcsrZ4JwtMnEvuGkbpHb1yF0e0GOwvzmEipoW46h7E92YQa03Ky5OZ3ZcLJjI5hr69eDRQGPapt731XP86QGF5GXI20UGwNHe6XZcO4/NVcrOi8cJldfByeda5E5g26Jqew2Km+o40wFpe/YW8cWN+/Uc/ME4nlp8XaWVnOrp177eIw0IS55WH0qq/owjGs5hPMWJDFsLw90g9QKZGbn2bDysLO1ivHpKzy8GVckUGKIOz5olvqCRCPrmLnmgxssEc90UMkNoS2o1V8JE/zWz0zDjmPgRDXmaSE6pF5tvCDnUcggFb1RBebsXln/XKe+lZWI/p1O0Nau2mKkC+5RvdhXD34QIp3dXSQH1ZHO9EVoHvoLSLuEy3Eo7OW6z6KlOPkPCgqSwPn4dw63h8veO0qN67OWjTQ7fQ0p/BOGtAHJDbOaBRESHtqaI/e6GdyEpSze6KyFZTHv9pPWUlpWoNcf10io7V2DSNUR7fzC7RSbbOXzF3b0bD7Fe1wOeKVNabVuVeCpn0utx6aCx5UPc/VQw++WlRwt3ZVSsHNGoqWVqL06BhGKPtA5o/meTai1sleOvAh7amByOnWtA/pN7A7dSuXJvUYSZqo/ctHg3FxN0jVQ7a9vCGcJgalNN9tpaGpJLo9ypFABxmaYcW47bAV1MxaKUypyQgSGaCm+b2RBkqONCaWjnFF0aztk6lIWZrKjSt1gVO6tfS53SCvp+1tCNJP3amGJRxvfoOdJZPt6f8Tj3IDxaBicKR0WteU9hppRZ/g4lp9rBZKP2uCje64CviIXFv4RV6IPV9+0RpGfzPl8YWpRjb1sZAL+5AVCbPSFebvbjueUxoe56U1T2ReWfh3OPuEJfabfMlKI3NOt7raggiVq8XyDNrEGo6+dd7ZYbp62ZSvtDC+RqE30IRpj7Jxy7xoI6A5QC+UqceAsaJW4UMWdyXz83e+3FY8byLzOK8e0j4vrl/ZmM+wXpiW+pVVrmExPmUV0w23SURZwZph3eB5cmSucqfXX83FtcLCMaA8Ol8joXte3EqKikz1uQLcDUlXhnvCwBNdCjdBfcp6EBrn5V6qfjWwhk573PnExb5XJl2617CIbsy1X5JuFDlVo3sNyYGc8sZ1lXsAVs8W8iKwYdjYWBRZ/nmuspjHf/zpIVCo5v0bK6FaZPnnucqyiAXjUmcCKVSDaxajoVpk+ee5yrKP/D+X8GK4TT2z8B6fwbSwhHEJglAp9mouQXhhiHEJgiGel3HxebkqH9Y0QjnzemRz5/qm5ImLx/a+tP49wD8TZI1KHOWdyQAAAABJRU5ErkJggg==)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| DFS | O(V^2)  \*V is the no of Vertices  \*E is the no of Edges | O(V)  \*V is the no of Vertices  \*E is the no of Edges |

**Result:** Successfully completed the problem using prims algorithm.

1. **Implementation of Dijkstra’s Shortest Path Algorithm**

**Algorithm:**

**Algorithm**:

1. Assign to every node a distance value. Set it to zero for our initial node and to infinity for

all other nodes.

2. Mark all nodes as unvisited. Set initial node as current.

3. For current node, consider all its unvisited neighbors and calculate their tentative distance

(from the initial node). For example, if current node (A) has distance of 6, and an edge

connecting it with another node (B) is 2, the distance to B through A will be 6+2=8. If

this distance is less than the previously recorded distance (infinity in the beginning, zero

for the initial node), overwrite the distance.

4. When all neighbors are considered for the current node, mark it as visited. A

visited node will not be checked ever again; its distance recorded now is final and

minimal.

5. If all nodes have been visited, finish. Otherwise, set the unvisited node with the smallest

distance (from the initial node) as the next "current node" and continue from step 3.

**Perform Dijkstra algorithm as given above.**

    def dijkstra(current, nodes, distances):

unvisited = {node: None for node in nodes}

visited = {}

currentDistance = 0

unvisited[current] = currentDistance

while True:

for neighbour, distance in distances[current].items():

if neighbour not in unvisited:

continue

newDistance = currentDistance + distance

if unvisited[neighbour] is None or unvisited[neighbour] > newDistance:

unvisited[neighbour] = newDistance

visited[current] = currentDistance

del unvisited[current]

if not unvisited:

break

candidates = [node for node in unvisited.items() if node[1]]

print(\*sorted(candidates, key = lambda x: x[1]))

current, currentDistance = sorted(candidates, key = lambda x: x[1])[0]

return visited

nodes = ('A', 'B', 'C', 'D', 'E')

distances = {

'A': {'B': 5, 'C': 2},

'B': {'C': 2, 'D': 3},

'C': {'B': 3, 'D': 7},

'D': {'E': 7},

'E': {'D': 9}}

start = 'A'

print(dijkstra(start, nodes, distances))

**Output:**

![Text
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Do Dijkstra using the provided alogirithm | O(V^2)  \*V is the no of Vertices | O(E)  \*E is the no of Edges |

**Result:** Successfully completed the problem using the provided algorithm.

1. **Implementation of Huffman Coding**

**Algorithm:**

1. Scan text to be compressed and tally occurrence of all characters.

2. Sort or prioritize characters based on number of occurrences in text.

3. Build Huffman code tree based on prioritized list.

4. Perform a traversal of tree to determine all code words.

5. Scan text again and create new file using the Huffman codes.

Letter freqency table

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Letter | Z | K | M | C | U | D | L | E |
| Frequency | 2 | 7 | 24 | 32 | 37 | 42 | 42 | 120 |

Huffman code

|  |  |  |  |
| --- | --- | --- | --- |
| Letter | Freq | Code | Bits |
|  |  |  |  |
| E | 120 | 0 | 1 |
| D | 42 | 101 | 3 |
| L | 42 | 110 | 3 |
| U | 37 | 100 | 3 |
| C | 32 | 1110 | 4 |
| M | 24 | 11111 | 5 |
| K | 7 | 111101 | 6 |
| Z | 2 | 111100 | 6 |
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Three problems:

* Problem 1: Huffman tree building
* Problem 2: Encoding
* Problem 3: Decoding

**Problem 2: Encoding**

Encoding a string can be done by replacing each letter in the string with its binary code (the Huffman code).

Examples:   
DEED 10100101 (8 bits)   
MUCK 111111001110111101 (18 bits)

**Problem 3: Decoding**

Decoding an encoded string can be done by looking at the bits in the coded string from left to right until a letter decoded.  
10100101 -> DEED

**Pseudocode**

Huffman(W, n)

Input: A list W of n weights.

Output: An extended binary tree T with weights

taken from W that gives the minimum weighted path length.

**Procedure:**

Create list F from singleton trees formed from elements of W

WHILE (F has more than one element) DO

Find W in F that have minimum values associated with their roots

Construct new tree T by creating a new node and setting T1 and T2 as its children

Let the sum of the values associated with the roots of T1 and T2 be associated with the root of T

Add T to F

OD

Huffman := tree stored in F

**Input:**

'z':2,'k':7,'m':24,'c':32,'u':37,'d':42,'l':42,'e':120

**Expected Output:**.

'z': '111100', 'k': '111101', 'm': '11111', 'c': '1110', 'u': '100', 'd': '101', 'l': '110', 'e': '0'

ded

1010101 7

100

u

**We follow the given algorithm to perform and create Huffman code for the letters by grouping two letters and merge them and sort them to find the respective Huffman code:**

letters={'z':2,'k':7,'m':24,'c':32,'u':37,'d':42,'l':42,'e':120}

r=len(letters)

# [z,0][k,0]

ans={}

while r>=2:

    letters\_sorted=list(sorted(letters,key=lambda x:letters[x]))

    print(letters\_sorted)

    if len(letters)==0:

        break

    l1,n1=letters\_sorted[0],letters[letters\_sorted[0]]

    l2,n2=letters\_sorted[1],letters[letters\_sorted[1]]

    if n1>n2:

        #n2 min

        for letter in l2:

                if letter in ans:

                    ans[letter]='0'+ans[letter]

                if letter not in ans:

                    ans[letter]='0'

        for letter in l1:

            if letter in ans:

                ans[letter]='1'+ans[letter]

            if letter not in ans:

                ans[letter]='1'

        letters[l1+l2]=n1+n2

    else:

        for letter in l1:

                if letter in ans:

                    ans[letter]='0'+ans[letter]

                if letter not in ans:

                    ans[letter]='0'

        for letter in l2:

            if letter in ans:

                ans[letter]='1'+ans[letter]

            if letter not in ans:

                ans[letter]='1'

        # if l1 in ans:

        #     ans[l1]='0'+ans[l1]

        # if l1 not in ans:

        #     ans[l1]='0'

        # if l2 in ans:

        #     ans[l2]='1'+ans[l2]

        # if l2 not in ans:

        #     ans[l2]='1'

        letters[l1+l2]=n1+n2

    print(l1,n1)

    print(l2,n2)

    del letters[l1]

    del letters[l2]

    r-=1

print(ans)

s=input()

a=''

for i in s:

    a+=ans[i]

print(a,len(a))

k=input()

de=''

i=0

while i<len(k):

    # print(i,ddee)

    for l in ans:

        to\_con=ans[l]

        # print(to\_con)

        if i+len(to\_con)<=len(k):

            # print(k[i:i+len(to\_con)],k,i,i+len(to\_con),de,k[i:])

            if k[i:i+len(to\_con)]==ans[l]:

                de+=l

                # print(de)

                i=i+len(to\_con)

print(de)

**Output:**
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Method** | **Time Complexity** | **Space complexity** |
| Check DFS from all vertices | O(nlog n)  \*n is the no of unique characters | O(n)  \*n is the size the text |

**Result:**

Successfully printed the output for the problem using DFS from all the vertices.

1. **Implementation of Activity selection problem**

**Problem: *Given n activities with their start and finish times. Select the maximum number of activities that can be performed by a single person, assuming that a person can only work on a single activity at a time.***

**Algorithm**

* 1. Sort the activities according to their finishing time
  2. Select the first activity from the sorted array and print it.
  3. Do following for remaining activities in the sorted array.

If the start time of this activity is greater than or equal to the finish time of previously selected activity then select this activity and print it.

**Example 1 :** Consider the following 3 activities sorted by

by finish time.

start[] = {10, 12, 20};

finish[] = {20, 25, 30};

A person can perform at most **two** activities. The

maximum set of activities that can be executed

is {0, 2} [ These are indexes in start[] and

finish[] ]

**Example 2 :** Consider the following 6 activities

sorted by by finish time.

start[] = {1, 3, 0, 5, 8, 5};

finish[] = {2, 4, 6, 7, 9, 9};

A person can perform at most **four** activities. The

maximum set of activities that can be executed

is {0, 1, 3, 4} [ These are indexes in start[] and

finish[] ]

**Sort it according to the finish time of the jobs now we**

**Select the start job and check if the finishing time of curr job is less than the starting time of the next jobs and add profit and assign the new job as curr job and continue**

arr = [[60, 10], [100, 20], [120, 30]]

weight = 50

for i in range(len(arr)):

arr[i].append(arr[i][0]/arr[i][1])

arr.sort(key = lambda x: x[2] ,reverse = True)

total\_profit = 0

for i in range(len(arr)):

if weight >= arr[i][1]:

weight -= arr[i][1]

total\_profit += arr[i][0]

else:

total\_profit += (arr[i][2] \* weight)

weight = 0

if weight == 0:

break

print(total\_profit)

**Output:**
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Sort it according to the finish time of the jobs now we  Select the start job and check if the finishing time of curr job is less than the starting time of the next jobs and add profit and assign the new job as curr job and continue | O(nlogn) | O(1) |

**Result:**

Successfully printed the output for the problem using greedy algorithm.

1. **Implementation of** [**Job Sequencing Problem**](http://www.geeksforgeeks.org/job-sequencing-problem-set-1-greedy-algorithm/)

**Problem**: **Given an array of jobs where every job has a deadline and associated profit if the job is completed before the deadline. It is also given that every job takes single unit of time, so the minimum possible deadline for any job is 1. How to maximize total profit if only one job can be scheduled at a time.**

**Algorithm**

1) Sort all jobs in decreasing order of profit.

2) Initialize the result sequence as first job in sorted jobs.

3) Do following for remaining n-1 jobs

If the current job can fit in the current result sequence without missing the deadline, add current job to the result.

Else ignore the current job.

**Example:**

Input: Five Jobs with following deadlines and profits

JobID Deadline Profit

a 2 100

b 1 19

c 2 27

d 1 25

e 3 15

Output: Following is maximum profit sequence of jobs

c, a, e

**Greedily choose the jobs with maximum profit first, by sorting the jobs in decreasing order of their profit. This would help to maximize the total profit as choosing the job with maximum profit for every time slot will eventually maximize the total profit obtained:**

**Output:**

**![Text
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Greedily choose the jobs with maximum profit first, by sorting the jobs in decreasing order of their profit. This would help to maximize the total profit as choosing the job with maximum profit for every time slot will eventually maximize the total profit | O(N^2)  \*N is the no of jobs | O(N)  \*N is the no of jobs |

**Result:**

Successfully printed the output for the problem using the algorithm.

1. Implementation of [Greedy Algorithm to find Minimum number of Coins](http://geeksquiz.com/greedy-algorithm-to-find-minimum-number-of-coins/)

**Problem**: Given a value V, if we want to make change for V Rs, and we have infinite supply of each of the denominations in Indian currency, i.e., we have infinite supply of { 1, 2, 5, 10, 20, 50, 100, 500, 1000} valued coins/notes, what is the minimum number of coins and/or notes needed to make the change?

**Examples:**

Input: V = 70

Output: 2

We need a 50 Rs note and a 20 Rs note.

Input: V = 121

Output: 3

We need a 100 Rs note, a 20 Rs note and a

1 Rs coin.

Start from largest possible denomination and keep adding denominations while remaining value is greater than 0.

**Algorithm:**

1) Initialize result as empty.

2) find the largest denomination that is

smaller than V.

3) Add found denomination to result. Subtract

value of found denomination from V.

4) If V becomes 0, then print result.

Else repeat steps 2 and 3 for new value of V

**We follow the given algorithm:**

**Output:**
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| ­­­­­Following the given algorithm we get the output | O(V)  \*V is the no of Coins | O(V)  \*V is the no of Coins |

**Result:**

Successfully printed the output for the problem using greedy algorithm.

1. **Implementation of** [**Minimum Number of Platforms Required for a Railway/Bus Station**](http://www.geeksforgeeks.org/minimum-number-platforms-required-railwaybus-station/)

**Problem**: Given arrival and departure times of all trains that reach a railway station, find the minimum number of platforms required for the railway station so that no train waits.

arr[] = {9:00, 9:40, 9:50, 11:00, 15:00, 18:00}

dep[] = {9:10, 12:00, 11:20, 11:30, 19:00, 20:00}

**All events sorted by time.**

Total platforms at any time can be obtained by subtracting total departures from total arrivals by that time.

Time Event Type Total Platforms Needed at this Time

9:00 Arrival 1

9:10 Departure 0

9:40 Arrival 1

9:50 Arrival 2

11:00 Arrival 3

11:20 Departure 2

11:30 Departure 1

12:00 Departure 0

15:00 Arrival 1

18:00 Arrival 2

19:00 Departure 1

20:00 Departure 0

Minimum Platforms needed on railway station = Maximum platforms needed at any time = 3

Time Complexity: O(nLogn), assuming that a O(nLogn) sorting algorithm for sorting arr[] and dep[].

**Sort all the times and if arrival add one to count and departure remove one and make a global max count:**

arr= [9.00, 9.40, 9.50, 11.00, 15.00, 18.00]

dep= [9.10, 12.00, 11.20, 11.30, 19.00, 20.00]

x=[]

for i in arr:

x.append((i,'a'))

for i in dep:

x.append((i,'d'))

ans\_s=sorted(x,key=lambda x:x[0])

print(ans\_s)

curr=0

glob\_max=-9999

for i in ans\_s:

if i[1]=='d':

curr-=1

if i[1]=='a':

curr+=1

glob\_max=max(glob\_max,curr)

print(glob\_max)

**Output:**
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**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Sort all the times and if arrival add one to count and departure remove one and make a global max count | O(nLogn) | O(nLogn) |

**Result:**

Successfully printed the output for the problem using basic algorithm.

1. **Implementation of** [**Graph coloring**](http://www.geeksforgeeks.org/graph-coloring-set-2-greedy-algorithm/)

**Unfortunately, there is no efficient algorithm available for coloring a graph with minimum number of colors as the problem is a known**[**NP Complete problem**](http://www.geeksforgeeks.org/np-completeness-set-1/)**. Greedy Algorithm to assign colors doesn’t guarantee to use minimum colors, but it guarantees an upper bound on the number of colors. The basic algorithm never uses more than d+1 colors where d is the maximum degree of a vertex in the given graph.**

**Algorithm:**

1. Color first vertex with first color.

2. Do following for remaining V-1 vertices.

a) Consider the currently picked vertex and color it with the

lowest numbered color that has not been used on any previously

colored vertices adjacent to it. If all previously used colors

appear on vertices adjacent to v, assign a new color to it.

Time Complexity: O(V^2 + E) in worst case.

**Do dfs and start from the starting vertex now find all the connected and add it into a stack and now if every connected node is not coloured we use and assign the colour to a dictionary now we pop the connected vertex and then start from colour 1 if adjacent colours are not used we use the colour to colour the vertex:**

 edges = [(0, 1), (0, 4), (0, 5), (4, 5), (1, 4), (1, 3), (2, 3), (2, 4)]

# total number of nodes in the graph (labelled from 0 to 5)

n = 6

uncoloured=[0,1,2,3,4,5]

coloured={}

start\_stack=[0]

while True:

for i in uncoloured:

if i in uncoloured:

curr=i

near=[]

for i in edges:

if i[0]==curr:

start\_stack.append(i[1])

near.append(i[1])

for i in near:

m=1

for i in coloured:

m=max(m,coloured[i])

coloured[curr]=m+1

if i not in coloured:

coloured[curr]=1

# print(uncoloured,curr)

try:

uncoloured.remove(curr)

start\_stack.remove(curr)

except:

pass

# print()

break

if len(uncoloured)==0:

break

# print(coloured)

d=set()

for i in coloured:

d.add(coloured[i])

print(len(d))

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAWCAIAAAA5GZnaAAAAAXNSR0IArs4c6QAAAJ5JREFUSEtjiImKmDlz5v8BAkwMAwpGrR/A4B8N/EEd+OmMDIzptHIhgbifaM2gtY3Bila2M+Czfns6w7UahnxVmlnOgNv6OxMZWhgYZnrS0G6g0Th9f/saw7FZDIzAiFcFMawn0sQdOK33nMnw/z8Y3WawSmM4mk9f62liG4ahBFI+MPUNTOBDHAqPghEZ+LROASOvxmMEA0i4DrDvAeK2mpJBbnKsAAAAAElFTkSuQmCC)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Do dfs and start from the starting vertex now find all the connected and add it into a stack and now if every connected node is not coloured we use and assign the colour to a dictionary now we pop the connected vertex and then start from colour 1 if adjacent colours are not used we use the colour to colour the vertex | O(V^2 + E)  \*V is the no of vertices  \*E is the no of edges | O(V)  \*to store colour mapping |

**Result:**

Successfully printed the output for the problem using DFS and sequencing

1. **Implementation of** [**Fractional Knapsack Problem**](http://www.geeksforgeeks.org/fractional-knapsack-problem/)

**Problem: Given weights and values of n items, we need to put these items in a knapsack of capacity W to get the maximum total value in the knapsack.**

**In the**[**0-1 Knapsack problem**](http://www.geeksforgeeks.org/dynamic-programming-set-10-0-1-knapsack-problem/)**, we are not allowed to break items. We either take the whole item or don’t take it.**

Input:

Items as (value, weight) pairs

arr[] = {{60, 10}, {100, 20}, {120, 30}}

Knapsack Capacity, W = 50;

Output:

Maximum possible value = 220

by taking items of weight 20 and 30 kg for 0-1 Knapsack

Output :

Maximum possible value = 240

By taking full items of 10 kg, 20 kg and

2/3rd of last item of 30 kg

Calculate the ratio value/weight for each item and sort the item on basis of this ratio. Then take the item with the highest ratio and add them until we can’t add the next item as a whole and at the end add the next item as much as we can. Which will always be the optimal solution to this problem. As main time taking step is sorting, whole problem can be solved in O(n log n) only.

**Sample Input**

60 10

100 20

120 30

**Sample Output:**

240.0

**Sort by using cost by weight and from max to min then get the max amount from reverse and decreasing the weight till it becomes <=0.**

# n=int(input())

#arr=[]

# for i in range(n):

# arr.append([int(i) for i in input().split()])

# w=int(input())

arr=[[60,10],[100,20],[120,30]]

w=50

arr.sort(key=lambda x: (x[0]/x[1]), reverse=True)

value=0

for i in arr:

if i[1]<=w:

w-=i[1]

value+=i[0]

else:

value+=i[0]\*w/i[1]

break

print(value)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAdCAYAAADmbEE9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAPiSURBVGhD7ZhZTBNRFIb/qYmKCxKNiXtACSAxioqU8qIoWwSNG2qL4lKNxg0tiVhBH0yL9aEEl0QTdyBSH1yIRnGJ+iJoNe4YQYwQTWNMXCJqNFHwTLnQTpmRKQwPynzJtD3n3nsm88+5955bDqFzm8AYUVKMHdq+zGJ8qcKayTuYwbMeppoZGOQ8jtwlF5jPmw3UPh3hHDMZ1WcXoCCn0f1bV34Wywc/o7g73baQddjyYgbu1HHt9gmvv4W1yfuZT4Jlu2DJG4ePZ+ajwJwKvXMFpmn4Z6K4lgIcXBiM2nPpsOekwHDfiKkD2Di8xcmIGmir4iEi0iecCMtCZVOrW0h+IQ6la1AUnoWKRok+/xka9i2TNBiSRoF7VdNtBOLxU6SLOBU9D2tSDjC7e+CnSN0TwZqkIo6aSTJQRZKBKpIMVJFk0GbhTsoxwToxgBoY314hb/VplIvWRQkoKdUigjo3PD6P+N1VzM/jaWvmByr3FWBjhb/7hFJxOo4gk5K2ZcMa5kKe3oroxfx1Fy/6jIHl8CKkaHzOGcTm/Cltjh9udItww0EPVu9kcawoqe2J2E0m7I8TGyCBUnE6iUCkqzY7phgduNL6kq7jxMPvaOwzHKmxzNUCPcDsEA1qLjtR7XOEMc0ag0DKwFzzNeYBCvPKcLuhF2JnJzJP+ygVp7N0cE2KxF5jKALpDS8tAoQzMRGTQjg0vHziJTaRoUVcPw5c8Ehk95BzW6XidJ527zIuqDc47jPq7jAHkUQn5rh+71Bqvo4m34OwbhCG0UxwuZ4zB60qW7fAmabB6fJ31D8Iwb5ZKYZScRTg7yItWQkDTSmu7g3sremSgMyoAHx9VAk7CeQjkQCOz7gj22Eb+Awx+qOw/2r8a38plIrTUaRFIoGcqUOh+U6723bPmmDKj0EE+Wx7PG9YnESUOOZifG0Zord5xvuPUnE6jrhI/K7CC8TRlFrltf1nGqEf/RMVR7wXdx8qP8BFbeEzY4BLVsTbPGVBwrAg+hROXUmUiqMAbUXiBcqiRZkXSH/MPaVaMEUOodTvjbisXNx3tFxajKXyoP+EOW77ptmFB69pDO1KRcVsoJtIpIVR/VVPU/d38z+Ubvj7lfJxjMgWlBnX/IvThQiLSd1iEoi2XbQVSJoEFJ+KwYinZZ5ikgnNPTpHGdA8LTdbzMgIfQ+HgeJ6bYfJVJtZomhzoN/Vl/ORcdLrnn7E6UoEIplsuTAEM8MXycpbRCSeloxkJnjhxR6M77eJZa5Uu5w4XYj6f5IM2q2TVFSRZKGKJANVJBmoIslAFUkG/75IdFS658jGPh2zFQf4A9HgrnI9usksAAAAAElFTkSuQmCC)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Sort by using cost by weight and from max to min then get the max amount from reverse and decreasing the weight till it becomes <=0. | O(nLogn) | O(1) |

**Result:**

Successfully printed the output for the problem using greedy cost maximizing.

1. **Implementation of** [**Minimize Cash Flow among a given set of friends who have borrowed money from each other**](http://www.geeksforgeeks.org/minimize-cash-flow-among-given-set-friends-borrowed-money/)

**Problem**: Given a number of friends who have to give or take some amount of money from one another. Design an algorithm by which the total cash flow among all the friends is minimized.

**Algorithm**

Do following for every person Pi where i is from 0 to n-1 for the below given example.  
1) Compute the net amount for every person. The net amount for person ‘i’ can be computed be subtracting sum of all debts from sum of all credits.

**2)**Find the two persons that are maximum creditor and maximum debtor. Let the maximum amount to be credited maximum creditor be maxCredit and maximum amount to be debited from maximum debtor be maxDebit. Let the maximum debtor be Pd and maximum creditor be Pc.

**3)**Find the minimum of maxDebit and maxCredit. Let minimum of two be x. Debit ‘x’ from Pd and credit this amount to Pc

**4)**If x is equal to maxCredit, then remove Pc from set of persons and recur for remaining (n-1) persons.  
**5)**If x is equal to maxDebit, then remove Pd from set of persons and recur for remaining (n-1) persons.

**Example**:  
Following diagram shows input debts to be settled.

[![cashFlow](data:image/png;base64,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)](http://www.geeksforgeeks.org/wp-content/uploads/cashFlow.png)

Above debts can be settled in following optimized way
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**Time Complexity:** O(N2) where N is the number of persons.

**Find code cycle and do mathematical sum and difference in the pathway of the nodes ad cycle and add and subtract accordingly.**

N = 3

def getMin(arr):

minInd = 0

for i in range(1, N):

if (arr[i] < arr[minInd]):

minInd = i

return minInd

def getMax(arr):

maxInd = 0

for i in range(1, N):

if (arr[i] > arr[maxInd]):

maxInd = i

return maxInd

def minOf2(x, y):

return x if x < y else y

def minCashFlowRec(amount):

mxCredit = getMax(amount)

mxDebit = getMin(amount)

if (amount[mxCredit] == 0 and amount[mxDebit] == 0):

return 0

min = minOf2(-amount[mxDebit], amount[mxCredit])

amount[mxCredit] -=min

amount[mxDebit] += min

print("Person " , mxDebit , " pays " , min, " to " , "Person " , mxCredit)

minCashFlowRec(amount)

def minCashFlow(graph):

amount = [0 for i in range(N)]

for p in range(N):

for i in range(N):

amount[p] += (graph[i][p] - graph[p][i])

minCashFlowRec(amount)

graph = [ [0, 1000, 2000],

[0, 0, 5000],

[0, 0, 0] ]

minCashFlow(graph)

**Output:**

![](data:image/png;base64,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)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Find code cycle and do mathematical sum and difference in the pathway of the nodes ad cycle and add and subtract accordingly. | O(N^2) | O(N) |

**Result:**

Successfully printed the output for the problem using DFS code cycle.

1. **Implementation of** [**Find minimum time to finish all jobs with given constraints**](http://www.geeksforgeeks.org/find-minimum-time-to-finish-all-jobs-with-given-constraints/)

**Problem**: Given an array of jobs with different time requirements. There are K identical assignees available and we are also given how much time an assignee takes to do one unit of job. Find the minimum time to finish all jobs with following constraints.

* An assignee can be assigned only contiguous jobs. For example, an assignee cannot be assigned jobs 1 and 3.
* Two assignees cannot share (or co-assigned) a job, i.e., a job cannot be partially assigned to one assignee and partially to other.

**Input :**

K: Number of assignees available.

T: Time taken by an assignee to finish one unit of job

job[]: An array that represents time requirements of

different jobs.

**Example**:

Input: k = 2, T = 5, job[] = {4, 5, 10}

Output: 50

The minimum time required to finish all jobs is 50. There are 2 assignees available. We get this time by assigning {4, 5} to first assignee and {10} to second assignee.

Input: k = 4, T = 5, job[] = {10, 7, 8, 12, 6, 8}

Output: 75

We get this time by assigning {10} {7, 8} {12} and {6, 8}

Find the one set with minimum sum and take it first and pop it out of the job array and then assign it to the output to find the max length and multiply it with no of jobs to find the total time.

def getMax(arr, n):

result = arr[0]

for i in range(1, n):

if arr[i] > result:

result = arr[i]

return result

def isPossible(time, K, job, n):

cnt = 1

curr\_time = 0

i = 0

while i < n:

if curr\_time + job[i] > time:

curr\_time = 0

cnt += 1

else:

curr\_time += job[i]

i += 1

return cnt <= K

def findMinTime(K, T, job, n):

end = 0

start = 0

for i in range(n):

end += job[i]

ans = end

job\_max = getMax(job, n)

while start <= end:

mid = int((start + end) / 2)

if mid >= job\_max and isPossible(mid, K, job, n):

ans = min(ans, mid)

end = mid - 1

else:

start = mid + 1

return ans \* T

if \_\_name\_\_ == '\_\_main\_\_':

job = [10, 7, 8, 12, 6, 8]

n = len(job)

k = 4

T = 5

print(findMinTime(k, T, job, n))

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAaCAIAAAC2O6JWAAAAAXNSR0IArs4c6QAAAMlJREFUSEtjmDlz5n8aAyYG2oNRO4gP49GwGg0rSAhMtGZgZEQg64mwgLnDYI0kvp248MKZrrb9Z/gPRrcnoJqUBhUHSnlSYkf+UYT+rasYavKJMwyHKkL54w7DKh1U986ChaE1w/Y7RNlNwI47Wxl0ApAMUmE4CgvD/wsZWrqpYQcwoAJwhboKg84Vyu3ACChgeoOnse0TGWbpUGwHekAxMADTQtg1aHy0XGO4PZMoOxhG60HiwgmoilD+INogPApH7SA+FOkRVgCOAfcM1lhA/QAAAABJRU5ErkJggg==)

**Time Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Methods** | **Time Complexity** | **Space complexity** |
| Find pair sum of jobs and pop it from jobs array and assign it find max time required. | O(n^2) | O(n) |

**Result:**

Successfully printed the output for the problem using assigning the jobs greedily.